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Abstract: Object-Oriented Programming (OOP) is recognized as one of the most significant paradigms within 

the field of computer science; however, it frequently poses abstract and complex challenges for beginner 

students. This study introduces an innovative pedagogical strategy that is culturally relevant, integrating 

elements of Hindu mythology, Vedic philosophy, and practical analogies to elucidate fundamental OOP 

concepts. By establishing connections between ancient Indian philosophical insights and contemporary 

computing principles such as classes, objects, inheritance, polymorphism, abstraction, encapsulation, and 

access specifiers, this research suggests a framework that improves conceptual understanding and retention. 

The objective is to illustrate that profound philosophical concepts derived from Hindu ideology can act as a 

compelling mechanism for rendering abstract programming principles both relatable and memorable. Through 

this confluence of spirituality and software engineering, students cultivate not only technical knowledge but 

also a philosophical insight, effectively bridging the divide between logic and life. 
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Introduction  

 

The development of programming paradigms has significantly affected the methods through which software is 

imagined and built. Of these paradigms, Object-Oriented Programming (OOP) has stood as one of the most 

persistent and dominant frameworks, due to the fact that it has a modular nature, reusability potential, and clear 

representation of real-world objects. Despite its widespread usage, many students have found that they cannot 

grasp its core principles. Concepts like classes, inheritance, polymorphism, and encapsulation are often found 

as abstract concepts, far from real understanding.  

 

In the context of Indian education, in which stories and analogies from philosophy have always been the 

cornerstone of the transmission of knowledge, the incorporation of mythological and cultural metaphors into 

technological education presents tremendous possibilities. Based on the constructivist theory of learning, the 

focus is always on relating new information to previously known mental models. The Hindu mythos, with all 

the symbolism, pyramid-structure, and repeated archetypes, presents the optimal system for relating OOP 

concepts. 

The work showcases a pedagogic framework that uses Vedic and mythological references to decode Object-

Oriented Programming (OOP) principles in Java. The method adheres to India's priority in education towards 

the promotion of Indian Knowledge Systems (IKS) as desired under the National Education Policy (NEP) 

2020, in favor of the integration of local paradigms towards inclusive education. By aligning programming 

logic with ageless wisdom, the method renders technical education as a highly cultural and intellectually 

engaging process. 
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I. LITERATURE REVIEW 

Several studies conducted on computer science education have emphasized the importance of the use of 

analogies and metaphors towards increasing understanding. Ben-Ari (2001) noted the importance of 

constructivism in making the abstract notions of computing more understandable through relating them to 

familiar notions. Along the same line, Sorva (2013) looked into the "notional machine" concept, describing 

how students build cognitive representations of computational systems. 

Narrative pedagogy and education-based on metaphors have been found to strengthen long-term memory and 

affective connection (Guzdial, 2003). Cultural and spiritual metaphors, when utilized in the learning process, 

can facilitate moral as well as intellectual development. Relation-based and experiential pedagogy, as found in 

the Guru–Shishya learning process in India, is parallel to the latest learner-centered learning methods. 

In the framework of Indian Knowledge Systems (AICTE, 2022), the incorporation of Vedic wisdom into 

STEM disciplines supports the objective of fostering comprehensive thinkers. Educators have recognized the 

similarities between Vedic philosophy and contemporary science in their pursuit of harmonizing analytical 

reasoning with intuitive comprehension. This research expands upon these concepts to situate Java’s Object-

Oriented Programming framework within the profound symbolic narratives found in Hindu mythology. 

II. METHODOLOGY / FRAMEWORK 

The learning approach utilized in the current work is the analog-based learning paradigm that pairs cultural 

narratives with rational reasoning. This paradigm entails the following major steps: 

1. Concept Identification: Choose one of the OOP concepts (e.g., class, object, inheritance) that students 

generally consider abstract. 

2. Cultural Analogy Mapping: Finding a parallel mythological or philosophical analogy that embodies the 

essence of the concept. 

3. Narrative Explanation: Explaining the concept by applying a narrative or philosophical analogy that 

illustrates its operation and properties. 

4. Reflection and Discussion: Ask students to sketch analogies, describe the comprehension, and link the 

analogy back into Java implementation. 

This method encourages dual coding, the use of both verbal and visual memory at the same time and thus helps 

learners develop stronger mental links. Only the analogies that show the timeless facets of order, inheriting, 

and abstractness common between programming fields and spiritual philosophy are picked. 

III. VEDIC AND MYTHOLOGICAL ANALOGIES FOR OBJECT-ORIENTED PROGRAMMING CONCEPTS  

The universe consists of 5 elements whose varied forms can be perceived, touched, sensed and amended but 

how they are made, why they choose to be at all or why they choose to die[1,2]. It's been said mitochondria, 

the powerhouse of cell can power if it keeps on getting the 4 sources of energy (food, water, breath and 

meditative mind) why they choose to give up[17,18]. It’s been said a women body has all the eggs which she 

can produce and out 150 million sperm cells why choose that only egg and reject all to form zygote the reason 

is unknown. That mystery is unknown. They have a blueprint which gives them a form, but working is unknown 

same is the class a blueprint which gives the form or structure, but it doesn’t exist in real world. An object is 

the form which we can see, touch and feel like the real world us. Now what does that mean is until an object is 

created a class will not occupy any space like in structural programming/ traditional programming it uses to 

consume space for each and every variable[9]. 

 

4.1. Class – The Divine Blueprint 

The Vedic philosophy says that the universe consists of the five elementary elements—earth, water, fire, air, 

and ether—that can, in turn, take forms in varied manifestations without losing their intrinsic nature [1]. In the 

enigma of creation, intangible energy assumes material form, analogous to the way a 'class' in programming 

creates structure and behavior without material existence until instantiated. On instantiating creation, the 

blueprint assumes shape and purpose, analogous to the Vedic manifestation from the potential into actuality 

[2]. 

The 'tattva' or spiritual effulgence of Narayana assumes different avatars in Hindu cosmology in order to 

establish order and righteousness through the Dashavatara [3]. Although assuming different forms—Matsya, 

Kurma, Rama, or Krishna—there is no change in the underlying consciousness. This is analogous to the way 

a single class can produce many objects, each displaying appropriate behavior under certain conditions, but 

governed by the same root definition. In the same way, in Durga Shaptshati, the Devi assumes many forms in 

order to establish dharma, but her essential nature is the same [4]. 
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4.2. Object 

An object is conceptualized as a discrete entity that embodies properties (data) and functions (methods)[9,13]. 

It can be comprehended holistically in terms of Vedantic philosophy, the relation between the universal soul 

Ātman and the individual self Jīva [2,20]. In the Vedas and the Upanishads, we have the statement that the 

Ātman is the essential nature found in all things—immutable, eternal, and universal—while the same is 

experienced by every Jīva in a different form, under the constraints of body, mind, and karma[7,21]. 

Analogously, in object-oriented programming, the class is the universal template, the objects being particular 

instantiations thereof, each one having the same root construction but displaying differential conditions and 

functions in accordance with their properties. Just as every living being manifests divine sentience in varied 

forms and is always rooted in the same ultimate reality, every object under programming is a separate 

manifestation of a single definition that defines the class. This parallelism, aside from highlighting the depth 

in the philosophy of object-oriented design, also resonates the ancient Hindu way of viewing oneness in the 

midst of variance, the same reality manifested in untold ways, each one fulfilling one particular duty under the 

larger scheme of things[20]. 

 

4.3. The Four Fundamental Principles in Life and Object Oriented Programming 

Human existence, when considered from spiritual as well as mythological perspectives, revolves around hidden 

realities, controlled revelations, different modes of expression, and continuity of legacy. All these principles 

surprisingly fit into the four basic principles of Object-Oriented Programming (OOP): encapsulation, 

abstraction, polymorphism, and inheritance [5]. 

 

4.3.1 Encapsulation – the hidden self 

Encapsulation is the underlying concept of bringing data and behavior into a unified and secure unit, at the 

same time veiling the intrinsic complexity [6]. This concept mirrors the human psyche, echoing the 

philosophical theory that every human being carries hidden feelings, experiences, and stories that guide their 

moves. In addition, the concept is similar to the spiritual self-reflection described in the Upanishads, implying 

that the internal self (Atman) cannot be observed openly [7]. 

Encapsulation serves to unite data and methods, simultaneously safeguarding internal states. In the Bhagavad 

Gita, Lord Krishna counsels Arjuna to concentrate on action without engaging in the intricate details of karma. 

This concept parallels encapsulation—where complex internal mechanisms are obscured, revealing solely the 

fundamental interface. It represents a skillful approach to controlled disclosure, wherein protection and 

purpose are harmoniously integrated. 

 

4.3.2 Abstraction – God's Partial Revelation 

Abstraction is all about highlighting the importance of revealing just essential traits and concealing redundant 

information. This principle has a parallel example in Hindu mythology, that is, the story of Lord Krishna, who 

showed different facets of his divine self depending on the situation and the person standing before him [8]. 

Even though Krishna was said to be 'sixteen kala purna'—full in every virtue—only Radha saw the full extent 

of him, marking the difference between absolute abstraction and limited abstraction. In Java terms, this 

translates into abstract classes and interfaces that show the programmers just the bare essentials without 

revealing the details of the implementation [9]. 

Abstraction emphasizes focusing on essential properties while concealing implementation details. In Vedanta 

philosophy, Brahman represents the unmanifest, infinite reality underlying all existence—unknowable yet 

omnipresent. The various deities, rituals, and practices serve as interfaces to interact with that ultimate truth. 

Likewise, in Java, abstract classes and interfaces expose only necessary functionalities, concealing complex 

internal logic. Through this analogy, students understand that abstraction simplifies perception without 

diminishing depth. 

 

4.3.3 Polymorphism – The Many Forms of One Essence 

Polymorphism, meaning 'many forms,' facilitates objects to take on different forms but retaining a common 

interface [10]. This concept is greatly parallel with the Vedic view of divine multiplicity. The Dashavatara of 

Lord Vishnu exemplifies the same; every avatar is a response to specific cosmic demands, though the intrinsic 

nature and purpose remain the same. Similarly, in Java, a single method can have varied behaviors as per the 

object that invokes it, signifying flexibility retaining a structured framework [11]. 

In the realm of Object-Oriented Programming, polymorphism denotes the capacity of an object to assume 

various forms, facilitating a single function or interface to demonstrate differing behaviours based on the 

situation. This principle is distinctly illustrated in both nature and Hindu philosophical thought. As per the 
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Vedic perspective on creation, all entities and materials originate from a common set of five elemental 

constituents — earth (prithvi), water (jal), fire (agni), air (vayu), and space (akash) - which yet express 

themselves in a multitude of forms, configurations, and colours. The same piece of wood can transform into a 

door, a table, or an intricately carved deity, while its intrinsic nature remains constant. Similarly, within 

programming, an object is capable of exhibiting varying behaviours while maintaining a shared structural 

framework, thereby reflecting the fundamental unity that exists beneath apparent diversity. 

This reflects the two categories of polymorphism found in programming: static polymorphism, also known as 

method overloading, which allows the same method to exhibit different behaviors based on parameters 

specified at compile time, and dynamic polymorphism, referred to as method overriding, where behavior is 

determined at runtime based on the specific instance of the object. A notable example can be drawn from the 

Mahabharata, where Lord Krishna exemplifies this dynamic flexibility: while advising Arjuna on the battlefield 

of Kurukshetra (as depicted in the Bhagavad Gita), he assumes various roles, such as charioteer, educator, 

strategist, and even divine mentor — a singular entity performing distinct "methods" contingent upon the 

context, akin to the concept of dynamic polymorphism. Likewise, static polymorphism is illustrated in Vedic 

rituals, wherein the same hymn or mantra may be recited in diverse manners or for various intents, yet its 

spiritual impact remains fundamentally consistent. Consequently, polymorphism, both in programming and in 

cosmic representation, embodies the timeless principle of “unity in diversity”—the singular essence 

manifesting through numerous forms, each adeptly suited to its function within the broader framework of 

existence. 

4.3.4 Inheritance – The Lineage of Wisdom 

Inheritance, as a programming paradigm, allows one class to inherit the properties and the behaviors of another, 

introducing a hierarchy of capability and knowledge [12]. Similar in all respects, again, is the Hindu Guru–

Shishya Parampara, wherein the wisdom is transmitted from master to disciple from generation to generation. 

Just as spiritual and family inheritance maintains continuity of values and knowledge, Java's inheritance 

maintains such continuity by permitting the child classes to extend the parent classes and make refinements 

[13]. 

Across history, wars like world wars and the epic-scale Mahabharata have often revolved around issues of 

hierarchy, succession, and passing on of authority. Similarly, in biological as well as programming terms, 

inheritance refers to the transmission of characteristics, properties, and abilities from one generation to the 

next. In biological organisms, every new offspring inherits traits from their parent progenitors, often including 

traits from grandparents or more distant ancestors, thus demonstrating a multi-level passing on of nature and 

abilities. In the paradigm of Object-Oriented Programming, inheritance allows a class (the child) to inherit 

properties and methods from another class (the parent), thus favoring code reuse and a well-structured 

hierarchy. However, Java supports a "single-level" paradigm of inheritance, such that a child class can only 

directly inherit from its parent, without recognition of grandparents or further upward ancestors. This 

conceptual scheme is compatible with three theoretical modes of inheritance: single inheritance (one parent, 

one child), multilevel inheritance (grandparent, parent, child), and hierarchical inheritance (one parent, multiple 

children). Java limits the actualization to maintain simplicity and security, thus not allowing multiple paths of 

inheritance that may cause ambiguity or conflict, while still retaining the gist of passing on traits among classes. 

 

4.4. Access Specifiers - The Guardians of Castle 

The encapsulation guardians, just as the boundaries in the ancient kingdoms that determined who can go into 

which part of the palace, either from the same or another kingdom. In Java, the access specifiers specify who 

can access or view a class member. 

4.4.1. Public – The Open Court 

Members declared public are visible to everyone, everywhere. Just as Lord Krishna held open assemblies where 

anyone could seek counsel, public members are accessible to all classes across packages. They form the 

interface between kingdoms — transparent, approachable, and universally visible. 

4.4.2. Private – The Inner Chamber 

A private member is accessible only within its own class. It resembles the antahpura (inner sanctum) of a royal 

palace — guarded and restricted even from close allies. Only the class itself can view or modify these details, 

ensuring complete privacy and control over internal matters. 
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4.4.3. Protected – The Royal Lineage 

Members declared as protected are available in the same package and to the sublasses (even in other packages). 

It is as if royal information is passed on through generations — heirs (subclasses) inherit special access that 

common subjects (other classes) never get. It balances secrecy and legacy. 

4.4.4. Default/Friendly (Package Access) – No Kingdom Boundary 

Unless a modifier is provided, the member has package/friendly access. Classes in the same package/kingdom 

communicate freely, but strangers don't. It is like the manner the soldiers and the ministers from the same 

kingdom share trust and information, while foreigners are left on the gates. 

 

IV. REINFORCEMENT THROUGH DUAL ANALOGIES 

To strengthen comprehension, a second group of real-world and philosophical analogies supports the 

mythological framework: 

• Class: The unseen plan or divine intent that precedes manifestation. 

• Object: The actual creation—the living form derived from design. 

• Encapsulation: The self as a whole, closed entity with internal stories, feelings, and information. 

• Abstraction: Selective disclosure, such as Krishna's revelations of his godhead either partially or fully. 

• Polymorphism: The five elements (earth, water, fire, air, space) assuming indefinite forms, just as one 

function accommodates in varied contexts. 

• Inheritance: Family characteristics and cultural heritages that indicate cont. 

Analogies, when integrated, act on multiple levels—intellectual, emotional, and creative—so that learning is 

integrated and remembered deeply. 

 

V. Discussion 

The combination of mythology with technical education not only increases engagement but also enables 

philosophical thinking. Students no longer view programming as a mechanical skill, but as a living art. They 

can then discern patterns of creation, of inheritance, and of transformation both in the code and in existence. 

Teaching experiments indicate that students who learn through analogy have better recall, deeper 

understanding, and increased faith in applying the principles of OOP. 

This narrative style is congruent with Bloom's Taxonomy, moving students from elementary comprehension 

through analysis, synthesis, and original application. The narrative style is also compatible with affective 

learning by engaging curiosity, respect, and cultural identity. It is compatible with the goals of the NEP 2020 

such as the promotion of creativity, critical thinking, as well as cultural rootedness. 

Additionally, the Vedic analogy framework is a universal educational model. Despite the fact that the concept 

is based on Hindu myths, the overall method—linking abstract thinking with human experience—can be 

adapted into any cultural context. The framework is the embodiment of analytical thinking and spiritual 

perception, demonstrating that education can cultivate both awareness and intellect simultaneously. 

 

VI. Conclusion 

This study illustrates that the insights of antiquity and contemporary computational practices do not conflict 

but rather enhance each other. When examined through the framework of Vedic philosophy, Object-Oriented 

Programming reflects the fundamental tenets that underpin reality: creation, inheritance, transformation, and 

abstraction. By linking the logical structures of Java with elements of Hindu mythology, educators can render 

technical education more relatable, engaging, and spiritually meaningful. 

This integrative pedagogic process instills the mindset among students that programming is a process of 

creation - a manifestation of design, construction, and purpose. It embodies the synthesis of gyana (learning) 

and karma (doing), thus epitomizing the wholeness of education as understood in the Indian tradition. This 

richly cultural method of Object-Oriented Programming teaches not just a way of learning, but also enunciates 

a vision of bridging timeless wisdom and the latest technological developments.  
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