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Abstract—This document will explore DevOps building blocks, and its future in the U.S. Every organization is a software company nowadays, and large companies are keen to take over huge segments of the economy. This is a coordinated approach that would not only eradicate the endless series of concurrent activities but also maintain an effective implementation process in the life cycle of software development (SDLC). Currently, a very organized approach is called DevOps and is characterized by fewer errors, more efficiency, and remarkable coordination. With so much written about DevOps, it’s easy to forget that it’s still in its early stages of maturity. But it is expected to grow well beyond its current status over the next few years. Technologists have made great strides to benefit from it ever since the DevOps ideation. Notwithstanding advancements and the progress teams have seen in pockets, many of the core problems still prevail: scaling across the organization due to manual processes, inadequate coordination across dev and ops teams, and overlapping tools that hinder agility. Fortunately, there are hopes in the future especially for organizations hoping to get the most out of DevOps. Software engineers now can continue to increase their knowledge to be ready for the next DevOps stage, through growth, delivery, and quality assurance. At the same time, all team leaders need to be prepared to handle some major challenges. Over the years, DevOps has begun to evolve and gain recognition. This trend has picked up the exponential pace with the advent of mobile phones. Today, the DevOps cycle continues to thrive on the principles of enhanced teamwork and automation to create, test, and release apps faster. DevOps will continue to be seen clearly in the U.S., in which continuous updates are transforming the way software is delivered to a near-limitless market. In this intensely competitive world of technology, DevOps has now become a must for economic development. DevOps has been a primary feature and influenced the tech landscape and many analysts expect that DevOps will become the standard and will hit its peak this year. To make DevOps work and to promote agility over the next ten years, the trick is pretty simple: Have the right team together at the right moment.
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I. INTRODUCTION

While companies have different meanings of DevOps, we can identify DevOps as a way of thinking that a team takes to bring their engineering dynamics to new levels. DevOps is mainly concerned with eliminating technical barriers and mainly cultural barriers between concept and implementation, thereby allowing the software process to be enhanced, quicker, cheaper, and more efficient [1]. Whatever it might be called, it all will end up with automation, which in effect will allow businesses to easily grow, ship quickly, fail easily, recover swiftly, and adapt fast. Through the SDLC model to the present, things have greatly changed [2]. DevOps had been introduced in 2009, advocating a societal transition and other technical concepts where everything was viewed as code. The principles like CI / CD were then given a lot of limelight, but the software was written as a great monolith and there were many challenges [3]. Thus, in 2011 the architecture of microservices was introduced, this architecture of microservices promoted fine-grained and loosely coupled components with a special mission. The applications written after this loosely interconnected cloud-based architecture have been called cloud-native. Many companies have moved from VMs to Kubernetes to Serverless, based on their business needs and objectives. Building mobile app software needs a lot of computer programming [4]. Companies now have to provide users with unique, high-quality software so that they stay competitive in the technology market as much as possible [4].

The companies will concentrate on two key factors in this new approach: resilience and adaptability. The former describes the ability to code and recode, while the other defines the ability of DevOps to have changed along the SDLC [5]. Companies are actively working to integrate these attributes into their workflows to facilitate DevOps principles of continuous delivery, continuous integration, and sorting out glitches to enable users to benefit from an inconvenient software experience [6]. Despite large investments in the implementation of DevOps, most companies have made progress only on improvements and downstream applications [7]. Too often, developers have to log in, create requests for change, and manually complete forms – a frustrating, needless, and overall process. The reality is that DevOps manual operations literally cannot survive over the next decade. But the trend begins as companies try to automate activities such as change management by using complex controls via data and policy automation to achieve complete CI / CD. As automation becomes increasingly popular, developers can spend more time creating and delivering apps faster and more effectively. The main focus of this study is to explore DevOps in detail and its future in the United States.
II. LITERATURE REVIEW
A. Building blocks of DevOps

According to Hüttermann, the DevOps framework to continuous software creation and deployment (also referred to as continuous software delivery) has made the IT world grow faster. This has become a valuable advantage for IT leaders and CIOs to identify key building blocks that are critical for a productive DevOps operation [8]. It is an approach that incorporates cultural values, organizational improvements, and the introduction of new technologies and practices. The main building blocks of DevOps are as follows:

1.) Total management of small teams

Code production historically involved several closely related teams, which depend on each other to complete their tasks. Processing time became an immense issue as people became potential bottlenecks. According to Kim et al., DevOps strategic choices promote software engineers who manage minor functionalities and own the entire chain from Dev to Ops [8]. This is because over-specialization leads to numerous handoffs and lines that lead to longer lead times. It does not mean that highly skilled engineers are outdated. On the contrary, technology is becoming more advanced and we need more skills than ever before. According to Gill et al., organizations must promote professional learning and growth to enable their personnel to become rounded experts [9].

2.) Automated continuous feedback checks

In IT, bad results are typically triggered by a lack of quick feedback. For software engineers working on waterfall projects, the techniques used before Agile were not uncommon in developing code before it was sent to QA testing. Having test findings late in the game means that developers can have worked on flawed code for a whole year without understanding it. It's not simple to find the root of the problem and repair it one year afterward. Nybom et al. mention that QA testing is at the core of DevOps to address these issues. It seeks to provide rapid feedback loops when work is done so that the development team can correct errors as and when they occur [11]. This means that developers must be able to carry out their experiments instead of relying on a different team. This can be accomplished by automated tests, which automatically identify problems, so that they can be fixed before further research is done and so that the developers do not replicate the same mistake. The bigger the device, the more improvements are checked or put into service, the easier it is to figure out where the problem comes from [11].

3.) Loosely Coupled Architectures

System adjustments or upgrades need close communication with everyone else working on the program and can, therefore, be affected. This leads to a dynamic cycle of change management. Gregory et al mention that minor changes in closely connected architectures can result in major errors [12]. But even then, once the technology is ready for deployment, new technology has already been added by other classes. This means that one will eventually release the code into a different device from the one checked. The bigger the device, the more improvements are checked or put into service, the easier it is to figure out where the problem comes from. According to Laan, any transition, regardless of how small, is an extremely frustrating risk in managing [13].

A DevOps-oriented architecture helps small teams to easily and rapidly develop, test, and deploy code to improve efficiency and performance. This is facilitated by loosely connected service-oriented architectures (SOA). The loose link ensures that components (or services) are enclosed into containers and are not influenced by changes around them — all they need is in the container. Bell et al. suggest that strictly communicating through application programming interfaces (APIs) does not share database structures or schemas [14]. The result: a small environment with well-defined interfaces that promote versatility and scalability even in large companies with thousands of developers who constantly deploy code to the same framework.

4.) Telemetry for reviews on production applications

When a code is in development, things will go wrong and there can be no way to solve it. To fix it, one needs to first define the cause, and data is needed to do so. Software developers would normally rebuild servers one by one in the past before the problem was solved [15]. Although that sounds nuts, particularly when it comes to mission-critical applications, that was the quickest way to get the systems up and running again. According to Bell et al. reporting and tracking systems were not as advanced, and IT had no telemetry (i.e. data) required for it to rapidly reach the source [15]. Rebooting was the fastest way to restore infrastructure, so it was. Currently, things have changed drastically. New tools to track, monitor, and warn help IT identify contributing factors and recognize problems early, preferably before customers are affected [16]. Such systems collect and submit measurements and metrics constantly and automatically to a tracking tool. When an anomaly occurs, the program warns IT to allow it to be investigated. IT will check with enough data points that the systems are working properly and flag when an issue arises such that corrections can be made immediately. DevOps is a crucial component of setting up these instruments and visualizing telemetry across dashboards for the entire team.

5.) Organizational continuous learning

While the goal is to identify problems before they are deployed, errors may slip. This is why developers need to be able to identify problems themselves, fix them, and share the lessons learned within the company. Smeds et al. suggest that for this to occur, one needs to build a learning mechanism where failures and mitigating measures are detected and made available in the IT department to become a resilient organization [16].

6.) DevSecOps: Security building in the DevOps approach

Security is a crucial factor that was initially overlooked when DevOps was introduced. The DevSecOps movement corrects it by applying the DevOps methodology and incorporating protection into the everyday work of developers and operations. Sacks states that a typical personal relationship between production, operations, and InfoSec are approximately 100:10:1 [17]. When code is considered ready for use by dev and ops, InfoSec verifies it. When a problem is found – as it is always — work is returned for rework. The process of sending back and forth research is inefficient, costly, and causes friction between teams. To solve this, DevOps needs the same strategy. DevOps ensures operating specifications are implemented from day one. The same has to be done for protection needs — this is the core of DevSecOps. DevOps is expanded to include security through automation and incorporation into production and operations by automated InfoSec tests, which will be performed along with all other automated operating tests. Also, InfoSec and developers work early on to ensure that safety and enforcement goals are achieved [17].

Four considerations are significant when competing with the elite of the DevOps industry.

i. Lead time
ii. Frequency of release
iii. Time for recovery
iv. Change rate shift
III. TABLE I

<table>
<thead>
<tr>
<th>DevOps Performance Metrics</th>
<th>Elite</th>
<th>High</th>
<th>Medium</th>
<th>Low</th>
</tr>
</thead>
<tbody>
<tr>
<td>Lead time for changes</td>
<td>&lt;1 day</td>
<td>1 day-1 week</td>
<td>1week-1 month</td>
<td>1month-6months</td>
</tr>
<tr>
<td>Release frequency</td>
<td>On-demand (&gt;1 daily)</td>
<td>one daily- one monthly</td>
<td>one weekly-one monthly</td>
<td>once monthly- once every six months</td>
</tr>
<tr>
<td>Time to recovery</td>
<td>&lt;1 hour</td>
<td>&lt;24 hours</td>
<td>&lt;24 hours</td>
<td>7 days-1 month</td>
</tr>
<tr>
<td>Change failure rate</td>
<td>0 to 15 percent</td>
<td>0 to15 percent</td>
<td>0 to 15 percent</td>
<td>46 to 60 percent</td>
</tr>
</tbody>
</table>

Fig i: DevOps Performance Metrics

IV. FUTURE OF DEVOPS IN THE U.S

There have been waves in the IT industry in the emergence of AI and automation, and DevOps is no exception. DevOps in the U.S has big potential projections. AI and automation will transform the development process of applications in the coming years. Apps will be automatically composed and coded. The AI, data, and machine learning will determine tasks such as integration, stability, testing, and deployment in all-new AI Ops. A data-driven approach will allow software, similar to other AI-driven technologies such as Apple’s Siri and Alexa, to dynamically adjust its behaviours to its environment [18]. Besides, this critical change from programmed to non-programmed systems will require better security and development management and developers will be able to concentrate on value-added activities.

V. PRACTICAL STEPS THE UNITED STATES NEED TO TAKE IN THE FUTURE

The main focus for transformation into fully developed DevOps starts with the identification of the most troublesome and typical bottlenecks and the creation of a strategy with budgets, owners, and metrics. If the number of errors escaped into production is identified, the significance of this transformation is also conspicuous. This can then be replicated in other bottlenecks or areas which can be changed. Reducing challenges – and the desire to overcome them – will also lead towards greater tolerance by team leaders [19]. For example, people who have been in the industry for many years may find it challenging to let go of the manual system, but to integrate them into a collaborative approach where data and perspectives help enhance the work-life tangibly.

VI. QA TEST

- Acceptance testing
- System Testing
- Integration Testing
- Unit Testing

Fig ii: Unit tests play of software

The United States may have to recognize developing new competencies in DevSecOps, DevQualOps, and perhaps DevAPMOps (integrating APM activities into the build cycle). New technologies would also create new software development criteria beyond those listed above – 5 G and IoT apps, for example. The tech of the future changes rapidly and DevOps evolves quickly. These are exciting times, but management needs to concentrate on training teams in tools and expertise to take advantage of the opportunities available [19]. Likewise, each team member must accept this new environment and the opportunity for personal growth.

VII. SIGNIFICANCE OF THIS RESEARCH TO THE UNITED STATES

This research is vital to the United States in knowing its progress on DevOps implementation and what it needs to do to make sure that it is not left behind. The U.S. will gain more knowledge on some of the developing competencies that it must fully implement to meet the demands of the software development that can compete in the technological market. New competences in DevSecOps, DevQualOps, and perhaps DevAPMOps need to be integrated into APM activities into its already the build DevOps cycle. Many companies are still lagging behind and therefore should build and make changes to their systems to improve the services that they provide using their technologies.
VIII. CONCLUSION

A decade after the great DevOps experiment, the numbers are clear: DevOps is here to stay — and for some excellent reasons. Many found this unlikely, but DevOps managed to integrate business users, developers, test engineers, and security engineers into a single workflow that focuses on customer needs. Developers and system managers avoid fighting and start helping each other, which minimizes the tensions all around. Business managers are pleased to obtain the software tools they need to market goods and services. Managers are continually watching the preferred dashboard indicators – sales, consumer satisfaction, machine confidence – travel north. This means that everybody should achieve the best performance and overall customer experience. However, improvements like these don’t quickly get implemented. To deploy code more efficiently while your processes remain smooth, one needs the flexibility of tracking all adjustments to the technological environment accurately. The New Relic program provides developers, as well as operations, total visibility — from a digital transformation through apps and complex connectivity, to automated alerts and workflows — that can help those within an enterprise learn how software is implemented and functions in real-time.
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